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**Introduction**

The Internet of Things (IoT) is a paradigm that involves networked physical objects with embedded technologies to collect, communicate, sense and interact with the external environment through wireless or wired connections. With rapid advancements in IoT technology, the number of IoT devices is expected to surpass 50 billion by 2020, which has also drawn the attention of attackers who seek to exploit the merits of this new technology for their own benefits [1].

**Aim**

The aim of this project is to address the issue of security threats in IoT devices by building a predictive machine learning model to distinguish between “intrusive” traffic, called intrusions or attacks, and “good” normal traffic.

**Objectives**

To explore the data and identify any pre-processing and feature selection required.

To experiment with alternative machine learning algorithms and identify the most suitable for intrusion detection.

To refine the chosen algorithm by tuning the hyperparameters.

To evaluate the algorithm performance and set a direction for future work.

**Data**

The predictive machine learning model will focus on detecting impersonation attacks in a reduced CLS portion of the Aegean Wi-Fi Intrusion Dataset (AWID) which was originally prepared and managed by George Mason University and the University of the Aegean.

**Planning**

A total of 10 tasks were defined and assigned to the members of the team as follows:

* Task Assignment – Group Discussion
* Planning – Group Discussion
* Searching Literature – Each group member to read around their assigned task and record references.
* Pre-Processing – Alberto Matuozzo
* Selecting Features – David Kirby
* Exploring and Selecting Machine Learning (ML) Algorithms – Adam Elshimi
* Refining Algorithms – Ali Sahin
* Evaluating and Analysisng the Results - Andrew Robinson
* Potential for future work – Group Discussion
* Write up – Each team member to develop their own phase, and group contribution to the other sections.

**Schedule**

A deadline of 12th December was established for all the different phases involving literature research and practical programming up to hyperparameters tuning. The evaluation task was to be completed by the 19th of December. Given the iterative and experimental nature of any machine learning project, a further two weeks were set aside for additional experiments and writing up each task before the project deadline.
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**Resources**

Each team members use their own computers. All code to be written using Juypter notebooks.

GitHub would be used to develop and store our project notebooks and other related documents .

University library and computer lab to facilitate literature research and group tasks.

**Progress Monitoring**

A weekly meeting is organised to discuss the progress made during a given week, brainstorm ideas and decide action points for the following week.

One person would take and circulate the minutes of the meeting.

**Pre-Processing - Alberto Matuozzo**

The aim of the pre-processing stage is to analyse the raw dataset and make the necessary modifications to put it in the most effective conditions to perform the actual machine learning task.

Pre-processing steps can be grouped into data cleaning, data reduction and data transformation.

Data Cleaning

As shown by Little and Rubin[2], It is important to identify the presence of missing data and implement an appropriate policy to solve the issue. In this case the training set is complete.

The presence of duplicate cases can create a bias in the dataset causing the algorithm to learn improperly the persistence of a pattern. McKinney [3] highlights two options to deal with duplicates: keep them, or make the assumption that they are redundant, and discard them. The training set has 547 duplicate observations. Our assumption is that intrusion attacks are independent therefore duplication in this case is considered as persistence of certain patterns. Therefore, we decided to keep the duplicates.

Data Reduction

This step aims to simplify the dataset eliminating features that are irrelevant at best and constitute noise at worst. Effective data reduction results in greater learning speed and potentially better accuracy.

Inspecting the standard deviation of the features matrix highlighted a minimum of zero (figure 1). Looking at the value counts for each level of standard deviation (figure 2) revealed that 74 predictors assume the exact identical value across every training instance. They are redundant, therefore have been eliminated using the *Scikit Learn VarianceThreshold* selector. The resulting dataset has been named *Xselected.*

**figure 1**. Training set. Features Matrix descriptive statistics.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Min** | **Max** | **Std\_Dev** | **Skew** |
| Min | 0.000000 | 0.000000 | 0.000000 | -67.95797 |
| Mean | 0.016447 | 0.438865 | 0.055441 | 13.28332 |
| Max | 1.000000 | 1.000000 | 0.473930 | 311.5188 |

**figure 2**. Training set. Features Standard deviation: top 5 value counts.

|  |  |
| --- | --- |
| **Std\_Dev** | **Nr Features** |
| 0.000000 | 74 |
| 0.014709 | 11 |
| 0.354444 | 2 |
| 0.003210 | 2 |
| 0.062765 | 2 |

Data Transformation

Different algorithms make certain assumptions about the probability distribution of data and or work best when it comes to optimizing parameters if input features are within a certain range.

Given that there is not an algorithm that performs better than others a priori on a given task, the output of the data transformation phase consists of several datasets to experiment on.

The predictors are heterogeneous: some variables appear discrete, others binary, others continuous. As suggested in Kolias *et al.* [4] and in Aminanto *et al*. [5], a normalization step has been performed so that every predictors value range is between zero and one. *Scikit Learn* *MinMaxScaler* has been applied to the *Xselected* dataset.

Using skew as a measure of symmetry around the mean of each feature, highlights that the respective frequency distributions deviate substantially from the Gaussian (figure1). Kolias et al. [4] showed that the Naive Bayes Algorithm was the most accurate (albeit not to a satisfactory level) in detecting impersonation attack. This algorithm, when dealing with continuous features, assumes a Gaussian distribution of the predictor given a class.

Yeo and Johnson [6] proposed a power transformation to reduce skew that does not require specific underlying assumptions on the variable to be transformed. This power transformation has been implemented on the *Xselected* dataset using *Scikit Learn PowerTransformer.* As a result, the parameters of each feature distribution are closer to a Gaussian.

A final and alternative transformation has been performed on the *Xselected* dataset. Given the heterogeneity of features, it is useful to scale each instance to have a norm of one in case at a later stage of the project an algorithm like Neural Network that weights input values, or that uses kernels (for example an SVM) to quantify the similarity of different examples will be deployed. This transformation has been implemented using *Scikit Learn Normalizer*.

At the end of the pre-processing phase, four datasets are available to experiment with different feature and model selections:

1. X.selected: features with variance greater than zero
2. NX3df: Xselected with features value in range [0,1]
3. PX2df: Xselected with a power Gaussian tranformation
4. NX2df: Xselected with each training instance to have unit norm.

The best results have been achieved just removing the features with zero variance.

**Selecting Features - David Kirby**

**Feature Selection**

The purpose of feature selection is to reduce the dimensionality of the problem space by eliminating features from the model that are redundant or unnecessary for prediction. This can improve accuracy if the eliminated features are irrelevant to the model or are strongly correlated to other features. Feature selection can also speed up training and prediction times and make the model more interpretable.

**Embedded Feature Selection Via Tree Based Algorithms**

The initial method chosen for feature selection was to use tree based supervised learning algorithms to identify the most relevant features. Three algorithms were selected for comparison: Random Forest [7], XGBoost [8] and CatBoost [9]. As explained in the previous section columns with zero variance had been removed leaving 78 features as a starting point for further elimination.

Each model was fit to the training data and their feature importance ratings compared to see which columns they had in common. However it was observed that the ratings given by Random Forest were not stable - repeatedly fitting to the same data set gave substantially different results each time. Figure 3 shows a boxplot for each feature with the variation in feature importance assigned by Random Forest over 10 runs. Both XGBoost and CatBoost were consistent in their importance measures. Due to this variability Random Forest was dropped as a means of selecting features.
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**figure 3**

The top twenty features selected by the remaining algorithms were (going from lowest importance to highest):

xgboost: [31, 25, 28, 52, 32, 49, 13, 44, 20, 56, 18, 0, 72, 2, 48, 11, 34, 57, 29, 22]  
catboost: [77, 49, 31, 20, 70, 30, 1, 0, 33, 32, 72, 18, 48, 2, 3, 34, 57, 29, 22, 11]

N.B. These are the column indexes after the zero-variance columns have been removed. These both accounted for over 99% of the importance values assigned by the respective algorithms.

The intersection of these gave a set of 14 features that both XGBoost and CatBoost considered important:

XGBoost and CatBoost Intersection: {0, 32, 2, 34, 72, 11, 48, 49, 18, 20, 22, 57, 29, 31}

To validate the usefulness of these features 5-fold cross validation on the training set was performed with both XGBoost and CatBoost using the set of 14 features. The results were promising, with accuracies upwards of 99.96% and for some folds 100%. The number of features was further reduced to six using the RFECV (Recursive Feature Elimination with Cross Validation [10]) and the CatBoost algorithm. However although this still gave a cross-validation accuracy in excess of 99.98%, when the model was used to predict the test data set the accuracy dropped to 53-54%, barely better than chance.

Investigation into the cause of the poor accuracy against the test data set found that some features in the test data were radically different from the same features in the training data. The data had been pre-processed by a third party before we received it to scale all the features into the range 0 to 1. It appears that for some columns this had been done incorrectly so the distributions in the test data set did not match the distributions in the training data set. Any models that depended on these erroneous features would behave poorly against the test data. See appendix A for further information.

**Simple feature selection using SelectKBest, Chi-squared and ANOVA F-value metrics**

It was decided that selectively filtering out the mismatched columns between the training and test sets would be liable to overfitting the model to the test data, so an alternative approach was taken of using a simpler method for feature selection and using a wider range of features. It was found that selecting 20-40 features by doing a Chi-squared or ANOVA comparison with the target data and selecting the K best gave good results for some algorithms. Chi-squared was tried initially but does not work with the negative values created by the power transformation, so ANOVA F-value was added as an alternative.

The exact number of features to select and which metric to use was left as part of the model tuning stage of the process.

**Exploring and Selecting Machine Learning Algorithms - Adam Elshimi**

**Introduction**

After having pre-processed the dataset, used feature selection to reduce our dataset, categorised the problem and understood the data, we identified the algorithms that are applicable and practical to implement. Furthermore, before having set out to select the correct algorithm we chose the following 3 measurements to be the bases of our evaluation and point of comparison of other algorithms:

1. The accuracy of the model.
2. Time taken to make predictions using the model
3. Time taken to build, train, and test the model

**ML Algorithms**

Having set the groundwork with the phase1 and 2 the algorithm we decided to use as a baseline for our machine learning algorithm phase, was Xgboost, which in the paper [11] outline the benefits over many other machine learning models.

Xgboost is a greedy gradient boosting algorithm, which is a decision-tree ensemble method that performs well on structured data. A common issue that arises with tree learning is finding the best split that leads to optimal results indicated by equation in [12]. Xgboost tackle this problem by using a depth-first approach, which is a tree pruning method that has shown to significantly increase performance whilst reducing the time complexity of the algorithm [12].

The following algorithms Catboost, logistic regression, naïve Bayes, Random Forest and decision tree classifier (Adaboost) are the five extra algorithms we decided test.

Catboost is a unbiased gradient boosting algorithm having shown to outperform many of the latest and best algorithms [13], this was a step up from Xgboost, however, it took a significant amount longer for making predictions. Logistic regression, Random Forest, and naïve Bayes have previously been proven to work well with AWID dataset, as shown in the paper by Dr Paul and his counterparts [14] where tree learning and simple algorithms like logistic regression proved to be both interpretable and predict with high accuracy

**Classifier**

Boosting is generally a technique that derives from Probably Approximately Correct (PAC) models – a theoretical learning framework with the aim to show that an algorithm achieves low empirical risk (ER) error with high probability. However, for this model we are adopting a more general learning framework where we use Adaboost – an ensemble boosting algorithm created by Yoav Freund and Robert Schapire in 1996 [15] to tackle the problem of overfitting, increase accuracy through combination of weak learners and an algorithm which is simple to implement.

The formula for classifying with Adaboost is the following:
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Figure 4

Referencing figure4, f(x) is the function representing the mth classifier and theta is tha mth corresponding weight. Thus, this formula is the combination of all the weights of all mth classifiers (ensemble method).

After thorough investigation the Adaboost classifier was chosen as the classifier for our model, which is evaluated in the evaluation section.

**Refining Algorithms - Ali Sahin**

Model hyperparameters are parameters that cannot be derived from the data and therefore must be specified before utilising the model. Default parameters are initially used at the beginning of the machine learning process and are adjusted after model selection. The aim of optimisation is to find a set of parameters which minimise a predefined loss function; exponential loss in adaboost and log loss in logistic regression [16].

Figure 5: Formularisation of hyperparameter search. Where represents the hyperparameters, X (te) represents the test data, represents the training data [1].

Figure 5 shows the mathematical representation of hyperparameter search. There are many algorithms which automate this process. The most commonly used are grid search and Bayesian search. These algorithms are preferential to the alternative of manually adjusting the parameters, as research shows this results in models with greater predictive performance [17]. Bayesian search was not used due to the time constraints. The sklearn library at the time of conducting the project, did not have a dedicated class to utilise the algorithm and therefore would have required significant time to code. Hyperparameters were evaluated using a tenfold cross validation (cv). Initially kbest was included in the grid search but then removed. Including kbest resulted in poor predictive performance on the test data for the adaboost models, accuracy decreased from 99.07% to 50%. This was the result of the adaboost models overfitting the training data.

For the final three pipelines, the parameters which were tuned are as follows: number of estimators, learning rate, ‘C’ and solver. The number of estimators (N) and learning rate (L) are a parameter of adaboost. There is a trade-off between N and L, the optimal number of estimators required increases as L decreases [18]. The number of estimators is the number of models that are iteratively trained: the values searched were 10,50,100,150. The learning rate is the contribution each model has on the weights of the algorithm. The values 0.001,0.01,0.1 were searched, as past studies suggest values below 0.1 are optimal [18]. The lowest L values should have the greatest cross validation score as a result of reduced overfitting however, the opposite was true. The highest L achieved the best cv score. The parameters Solver and ‘C’ are used to optimise logistic regression. The inverse of regularisation strength is referred to as ‘C’. The lower the ‘C’ the greater the regularisation strength. Regularization can be interpreted as a penalty term that discourages complex weights by penalising large weights. This improves the generalisability of the model by reducing the variance and therefore should reduce overfitting. However, the highest C values (1000) resulted in the greatest cv score [19].

**Evaluating Model and Analysing the Results – Andrew Robinson**

After selecting and refining numerous algorithms three final models were selected as the focus of the evaluation. Pipelines were set up for each model before final refinements were made. Each model was trained using a version of the, previously mentioned, AWID dataset which was balanced to show equal numbers of attack and non-attack instances. The models were then evaluated using a testing dataset which was subjected to the same modifications and was made up of 40,158 observations (20,079 normal traffic (non-attacks) and 20,079 impersonation attacks).

In order to give a full overview of the performance of each model a number of performance measures have been calculated. The majority of these measures involve calculating the: True Positive (TP) values which show intrusions correctly identified as an attacks; True Negative (TN) values which show normal instances correctly identified as non-attack; False Positive (FP) values or normal instances incorrectly identified as an attack; and False Negative (FN) values showing Intrusions incorrectly identified as non-attack. These values were obtained from the classification report run on each pipeline.

A brief summary of each performance measure is outlined below:

In addition to the above measures Time to Build (TTB) in seconds will also be calculated for each model. In order to maintain a level playing field, all models will be run in the same environment using a mac OS with 1.4 GHz Intel i5 CPU and 8 Gb of RAM. Furthermore additional information on each performance measure above can be found in the DEMISe Techniques for IoT Intrusion Detection paper [14] should it be needed.

**Results**

|  |  |  |  |
| --- | --- | --- | --- |
|  | Pipeline 1 | Pipeline 2 | Pipeline 3 |
| Acc (%) | 99.08 | 99.08 | 98.63 |
| DR (Recall) (%) | 98.15 | 98.15 | 97.96 |
| Precision (%) | 100 | 100 | 99.29 |
| FAR (%) | 0 | 0 | 0.01 |
| FNR (%) | 1.85 | 1.85 | 2.04 |
| F1 (%) | 99.07 | 99.07 | 98.62 |
| MCC (%) | 98.17 | 98.17 | 97.26 |
| TTB (seconds) | 7.24 | 7.4 | 5.57 |

**Evaluation – Pipeline 1**

Pipeline 1 is made up of the following:

* Variance Threshold is used to remove variables with zero variance.
* Fclassif for feature selection.
* Adaboost as the algorithm.

The parameters of each element of the model were tuned using grid search.

As can be seen from the above results table Adaboost performed much better than logistic regression on all measures except time to build.

**Evaluation – Pipeline 2**

Pipeline 2 is made up of the same elements as Pipeline 1 with one addition, a Min/Max scaler is added to scale every variable between 0 and 1.

There is no impact of the scaler on performance other than to increase the time to build the model.

**Evaluation – Pipeline 3**

Pipeline 3 is made up of:

* Variance Threshold is used to remove variables with zero variance.
* Min/Max Scaler to scale variables between 0 and 1.
* Chi Square for feature selection.
* Logistic regression for the algorithm.

Whilst not performing at the same level as the Adaboost model. Logistic Regression still performed well on our test data. In addition, the time to build for a Logistic Regression was over 1.8 seconds faster the Adaboost model.

**Conclusion**

Following experimenting with multiple different algorithms it was clear that the Adaboost model performed significantly better than the other models that were trained on the AWID dataset. This was backed up when the final three models were used on the test data. Therefore, the pipeline 1 model is chosen as our best performing model for this project.

**Future Work**

Further work could be done to test the change in accuracy of our model combining existing selected features with predictors extracted using autoenconders. Our analysis shows that there’s a strong tendency of complex models to exhibit high variance and overfit. Ensemble based learning techniques have been tried to mitigate this issue with Adaboost showing the best results. More research could be done exploring state of the art complex classification algorithms in the area of Deep Learning in conjunction with dropout or regularization techniques to improve generalization.

This research focused on impersonation attacks. It would be interesting to extend our work to different kinds of intrusion techniques analysing to what extent the features and the algorithms selected for impersonation attacks remain effective. The analysis of the test set revealed substantial differences with the training set. This should be investigated further so that the cause of the differences can be identified and fixed. Furthermore, different search algorithms could have been explored like random search. Random search uses a random combination of hyperparameters, the algorithm takes a fraction of the time to execute than grid search as it is less computationally expensive. However, the algorithm has high variance.

Further research could be done to look into the robustness of our methodology in the face of different datasets.
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**Appendix A: Investigation of Training / Test Data Sets Mismatch – Dave Kirby**

**Introduction**

It was suspicious that models with a high accuracy (over 98%) when run with cross validation on the training set should score barely better than chance (52-54%) on the test set. Prediction is only possible if both the training set and test set are drawn from the same underlying population and have features that have been identically preprocessed so it was hypothesised that there were some difference between the training data and test data that was causing this.

A comparison of the provided training set and test set was done and it appears that for some features the values in the tests set are considerably different from the values in the training set. The data sets provided had already been scaled so that all values lay in the interval 0 to 1 so a possible cause of the discrepancies was from errors introduced by this pre-processing.

**Initial investigation - Kolmogorov-Smirnov test**

To get an overview of the problem the Kolmogorv-Smirnov test[20] was used to compare each column in the training data with the same column in the test data. The k-s statistic tests the null hypothesis that two sample sets come from the same underlying distribution. First all columns with zero variance in either the test set or training set were removed, leaving 69 columns. The ks\_2samp function from the scipy package[21] was used to compare the training data and test data for each of the remaining features. Of the 69 features 40 had a p-value at or close to zero (rejecting the null hypothesis) and 18 had a p-value at or close to 1. The remaining 11 features were somewhere in between. This gives an indication that there may be a problem but is not conclusive, particularly since the k-s test assumes that the underlying distribution is continuous.

**Direct Comparison of Single Features**

To investigate further individual features were selected so that they could be compared directly.

***Feature 38***
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From this plot it appears that the overall shapes are similar but shifted up on the test set. One possible reason for this could be that the data sets were wrongly scaled. You could get this effect if it the training set and test set had been scaled independently instead of the scaler being fit to the training data and applied to the test data - an outlier in the training set could push all the other values down after scaling. Unfortunately we do not have access to the original data to test this hypothesis.

**Categorical Features**

Several features were found that appeared to be categorical (they only took 2 or 3 values in both data sets) but the values for the categories were completely different. For example feature “129” has this distribution in the test set:

|  |  |
| --- | --- |
| value | Count |
| 0.0 | 38897 |
| 1.0 | 1261 |

Which seems reasonable for a 2-value categorical feature. However the training data has

|  |  |
| --- | --- |
| Value | Count |
| 0.0 | 94954 |
| 0.0000158 | 2090 |

The count ratios are similar, but the values are different by four orders magnitude.

Similar results have been found for other categorical features. For example feature “128” appears to have three categories and the training set is similarly mis-scaled:

|  |  |  |  |
| --- | --- | --- | --- |
| test set values | test set counts | training set values | training set counts |
| 0.0 | 38897 | 0.0 | 94954 |
| 0.5 | 141 | 0.0000155 | 147 |
| 1.0 | 1120 | 0.0000309 | 1943 |

Several other features were found to have similar problems, mostly in the range “108” - “129”.

**Conclusion**

It appears from the above that some of the features have been corrupted by the scaling process.  
For this reason the data sets should be considered unfit for purpose and regenerated from the original raw data if available.

**Appendix A.1: Notebook for Test Data Sets Mismatch – Dave Kirby**

test data investigation

# Rationale

It is suspicious that models with a high (>98%) accuracy on cross validation with the training set should score barely better than chance (52-54%) on the test set. From an initial comparison of the two data sets it appears that for some features the values in the tests set are considerably different from the values in the training set. Prediction is only possible if both the training set and test set are drawn from the same underlying population and have features that have been identically processed.

This notebook investigates the hypothesis that there is some systematic bias or difference between the two data sets that makes accurate prediction impossible.

In [1]:

%matplotlib inline  
  
import numpy as np  
import pandas as pd  
from scipy import stats  
from matplotlib import pyplot as plt

In [2]:

train\_data = pd.read\_csv('../datasets/train\_imperson\_without4n7\_balanced\_data.csv')  
X\_train, Y\_train = train\_data.loc[:, train\_data.columns != '155'], train\_data['155']  
  
test\_data = pd.read\_csv('../datasets/test\_imperson\_without4n7\_balanced\_data.csv')  
X\_test, Y\_test = test\_data.loc[:, test\_data.columns != '155'], test\_data['155']

Get the columns with no variance and check they are the same for both data sets.

In [3]:

train\_no\_var = X\_train.var() == 0.0  
test\_no\_var = X\_test.var() == 0.0  
all(train\_no\_var == test\_no\_var)

Out[3]:

False

OK, so the columns in the training set with no variance are different from the columns in the test set with no variance. Let investigate them further...

Lets see what the values are in these columns:

In [6]:

{  
 col: list(X\_train[col].value\_counts().items())   
 for col in X\_train[X\_train.columns[train\_no\_var != test\_no\_var]].columns  
}

Out[6]:

{'69': [(0, 97044)],  
 '81': [(0, 97044)],  
 '83': [(0, 97042), (1, 2)],  
 '84': [(0, 97038), (1, 6)],  
 '86': [(0, 97036), (1, 8)],  
 '88': [(0.0, 97038), (0.03125, 3), (0.46875, 2), (0.375, 1)],  
 '97': [(0, 97043), (1, 1)],  
 '113': [(0.0, 97041), (0.42857, 3)],  
 '117': [(0.0, 97036),  
 (0.0034351, 3),  
 (0.15611, 2),  
 (0.11412, 1),  
 (0.097328, 1),  
 (0.096183, 1)],  
 '133': [(0, 97043), (1, 1)],  
 '138': [(0.5, 97043), (0.88, 1)],  
 '148': [(0, 97044)]}

In [7]:

{col: list(X\_test[col].value\_counts().items())   
 for col in X\_test[X\_test.columns[train\_no\_var != test\_no\_var]].columns  
}

Out[7]:

{'69': [(0, 21552), (1, 18606)],  
 '81': [(0.0, 27711),  
 (0.090909, 6243),  
 (0.18182, 6181),  
 (0.27273000000000003, 23)],  
 '83': [(0, 40158)],  
 '84': [(0, 40158)],  
 '86': [(0, 40158)],  
 '88': [(0, 40158)],  
 '97': [(0, 40158)],  
 '113': [(0, 40158)],  
 '117': [(0, 40158)],  
 '133': [(0, 40158)],  
 '138': [(0, 40158)],  
 '148': [(0, 40157), (1, 1)]}

From the above we can see that there are 9 features that have variance in the training set but no variance in test set, and three features the other way round. For most of the cases the columns with variance only have a single value or handful of values that differ, so are unlikely to have much effect on any model trained on the data.

We shall exclude all these features from further investigation, along with the features that have no variance for either data set.

In [8]:

X\_train\_with\_var = X\_train[X\_train.columns[~(train\_no\_var | test\_no\_var)]]  
X\_test\_with\_var = X\_test[X\_test.columns[~(train\_no\_var | test\_no\_var)]]  
  
X\_train\_with\_var.shape, X\_test\_with\_var.shape

Out[8]:

((97044, 69), (40158, 69))

By eliminating features that have no variance in either the training or test set (or both) we are left with 69 features.

We now want to test for each feature in the remaining data sets whether the feature in the test set comes from the same distribution as the same feature in the training set. We shall use the ks2\_samp function to determine this.

In [9]:

ks\_pvalues = {col: stats.ks\_2samp(X\_train[col], X\_test[col]).pvalue   
 for col in X\_train\_with\_var.columns  
}  
ks\_pvalues

Out[9]:

{'5': 0.0,  
 '6': 0.0,  
 '8': 0.0,  
 '9': 0.0,  
 '14': 1.0,  
 '15': 1.0,  
 '16': 1.0,  
 '18': 1.0,  
 '20': 1.0,  
 '26': 1.0,  
 '29': 1.0,  
 '38': 0.0,  
 '43': 1.0,  
 '47': 3.392828255901444e-109,  
 '48': 1.0,  
 '50': 1.5897695358746193e-89,  
 '51': 2.7909260802022505e-89,  
 '52': 1.0,  
 '61': 0.0,  
 '62': 1.0,  
 '64': 6.6900579035861e-132,  
 '66': 5.749325310483437e-91,  
 '67': 2.839482114752711e-64,  
 '68': 3.849391965991644e-49,  
 '70': 6.39437325347434e-41,  
 '71': 0.0,  
 '72': 0.9954440728272881,  
 '73': 2.3606093166691013e-53,  
 '75': 0.0,  
 '76': 0.0,  
 '77': 0.0,  
 '78': 0.0,  
 '79': 0.0,  
 '80': 0.0,  
 '82': 0.0,  
 '89': 1.0,  
 '90': 0.34532006221886347,  
 '93': 2.2110364904425522e-20,  
 '94': 0.9999999999999997,  
 '98': 0.4136946783683769,  
 '104': 0.8779383085900594,  
 '105': 1.0,  
 '106': 1.0,  
 '107': 3.1904029047477344e-09,  
 '108': 1.2884668003640035e-210,  
 '109': 0.800725788083745,  
 '110': 1.4882346123275508e-94,  
 '111': 1.0,  
 '112': 0.4779519542597044,  
 '118': 0.434667546199392,  
 '119': 2.1024335925785942e-200,  
 '120': 3.862206790140662e-05,  
 '121': 0.10504759448613488,  
 '122': 8.664540788959877e-58,  
 '123': 1.0,  
 '125': 0.5270577097126901,  
 '126': 8.702217081928747e-25,  
 '127': 8.702217081928747e-25,  
 '128': 8.702217081928747e-25,  
 '129': 8.702217081928747e-25,  
 '130': 0.007887321380490302,  
 '140': 0.0,  
 '141': 0.0,  
 '142': 0.0,  
 '143': 0.09314326497438503,  
 '144': 1.124235144809374e-16,  
 '145': 0.9870479857004859,  
 '146': 0.9870479857004859,  
 '154': 0.0}

In [10]:

len([x for x in ks\_pvalues.values() if x < 0.05])

Out[10]:

40

In [11]:

from matplotlib import pyplot as plt  
\_, ax = plt.subplots()  
ax.set\_xlabel("Feature")  
ax.set\_ylabel("p-value")  
vals = pd.Series(sorted(ks\_pvalues.values()))  
vals.plot(figsize=(10,5), title="Kolmogorov-Smirnov p-values for each feature")

Out[11]:

<matplotlib.axes.\_subplots.AxesSubplot at 0x27caacb9cf8>
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High p-values mean that column probably comes from the same distribution, low pvalues mean they probably come from a different distribution, at least as far as the Kolmogorov-Smirnov test can tell. From the above you can see that 40 of the 69 features have a p-value of less than 0.05 and many of them have a p-value of zero.

Lets focus on the features that our team identified as being the most important for training the model. We found that just six features could be used to create a model that scored in excess of 98% in cross validation on the training data, but barely more than 52% on the test data. It turns out that all these features score close to zero p-value on the KS test:

In [12]:

best\_features = ['8', '38', '67', '76', '78', '119']  
[(f, ks\_pvalues[f]) for f in best\_features]

Out[12]:

[('8', 0.0),  
 ('38', 0.0),  
 ('67', 2.839482114752711e-64),  
 ('76', 0.0),  
 ('78', 0.0),  
 ('119', 2.1024335925785942e-200)]

In [13]:

X\_train[best\_features].describe()

Out[13]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | 8 | 38 | 67 | 76 | 78 | 119 |
| count | 97044.000000 | 97044.000000 | 97044.000000 | 97044.000000 | 97044.000000 | 97044.000000 |
| mean | 0.193837 | 0.713756 | 0.376979 | 0.003294 | 0.002077 | 0.000336 |
| std | 0.354444 | 0.109809 | 0.395372 | 0.021005 | 0.017849 | 0.011518 |
| min | 0.000000 | 0.000000 | 0.000000 | 0.000000 | 0.000000 | 0.000000 |
| 25% | 0.037908 | 0.654075 | 0.000000 | 0.000563 | 0.001731 | 0.000000 |
| 50% | 0.037908 | 0.757210 | 0.307690 | 0.000563 | 0.001731 | 0.000000 |
| 75% | 0.054902 | 0.767550 | 0.615380 | 0.002253 | 0.001731 | 0.000000 |
| max | 1.000000 | 0.933540 | 1.000000 | 0.990990 | 0.995670 | 0.994750 |

In [14]:

X\_test[best\_features].describe()

Out[14]:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | 8 | 38 | 67 | 76 | 78 | 119 |
| count | 40158.000000 | 40158.000000 | 40158.000000 | 40158.000000 | 40158.000000 | 40158.000000 |
| mean | 0.200639 | 0.944178 | 0.341793 | 0.021087 | 0.003357 | 0.001407 |
| std | 0.371463 | 0.040206 | 0.385898 | 0.037241 | 0.007230 | 0.005267 |
| min | 0.000000 | 0.000000 | 0.000000 | 0.000000 | 0.000000 | 0.000000 |
| 25% | 0.016993 | 0.905910 | 0.000000 | 0.005291 | 0.002146 | 0.000000 |
| 50% | 0.016993 | 0.967410 | 0.000000 | 0.005291 | 0.002146 | 0.000000 |
| 75% | 0.060131 | 0.975510 | 0.615380 | 0.026455 | 0.002146 | 0.000000 |
| max | 1.000000 | 0.978310 | 1.000000 | 0.835980 | 0.963520 | 0.161700 |

Lets take a closer look at one of the features in particular that show a large discrepancy.  
We can compare the training and testing version of feature 38 by plotting them on a histogram. I am using a log scale, otherwise the smaller bins will not show up on the plot.

In [15]:

pd.DataFrame({'train':X\_train['38'], 'test':X\_test['38']}).hist(log=True, bins=20)

Out[15]:

array([[<matplotlib.axes.\_subplots.AxesSubplot object at 0x0000027CAAD90668>,  
 <matplotlib.axes.\_subplots.AxesSubplot object at 0x0000027CAAD5EE10>]],  
 dtype=object)
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From the above histograms you can clearly see that the training data has a wide range of values and has most values between 0.5 and 0.8. The training data however has all its values up near 1.0 with a handful at zero. This is extremely unlikely if both data sets are identically and independantly drawn from the same population.

You can see the shape of the distributions more clearly on a KDE plot:

In [16]:

pd.DataFrame({'train':X\_train['38'], 'test':X\_test['38']}).plot.kde(figsize=(15,7), title="Distributions for Feature 38")

Out[16]:

<matplotlib.axes.\_subplots.AxesSubplot at 0x27cc1f59198>
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From this plot it appears that the overall shape is similar but shifted up on the test set. One possible reason for this could be that the data sets were wrongly scaled. You could get this effect if it the training set and test set had been scaled independently instead of the scaler being fit to the training data and applied to the test data - an outlier in the training set could push all the other values down after scaling. Unfortunately all the data had been scaled to be between 0 and 1 before we got it and we do not have access to the original data to test this hypothesis.

Another indicator that this could be the case is that the maximum value of all features in the test set is never more than 1.0. If a scaler had been fit to the training set and then applied to the test set it would be likely that a few features in the test set would have a maximum value greater than 1.0 (unless the features were all categorical).

There are also several features that appear to be categorical with two or three categories, but the categories have been scaled to completely different values:

In [17]:

for col in ['128', '129', '122']:  
 print(f"Training data feature {col} (value, count)")  
 print(list(X\_train[col].value\_counts().items()))  
 print(f"Test data feature {col} (value, count)")  
 print(list(X\_test[col].value\_counts().items()))  
 print()

Training data feature 128 (value, count)  
[(0.0, 94954), (3.09e-05, 1943), (1.55e-05, 147)]  
Test data feature 128 (value, count)  
[(0.0, 38897), (1.0, 1120), (0.5, 141)]  
  
Training data feature 129 (value, count)  
[(0.0, 94954), (1.58e-05, 2090)]  
Test data feature 129 (value, count)  
[(0, 38897), (1, 1261)]  
  
Training data feature 122 (value, count)  
[(0.0, 93530), (0.0039683, 2571), (0.007936499999999999, 943)]  
Test data feature 122 (value, count)  
[(0.0, 38223), (0.33333, 1423), (0.66667, 512)]

From the above we see that for example feature 128 has three distinct values for both test and training data, but for the training data they take the values 0.0, 0.000015 and 0.00003, while for the test data they take the values 0.0, 0.5 and 1.0. It is the same for features 129 and 122 (and probably others) - there are orders of magnitude difference in the values taken for the categories.

We can get an idea of which features suffer from this problem by looking for features in the test set where the maximum value is more than twice that of the maximum value in the training set, or vice versa:

In [18]:

train\_max = X\_train\_with\_var.max()  
test\_max = X\_test\_with\_var.max()  
bad\_max = (train\_max < test\_max/2) | (test\_max < train\_max/2)  
  
pd.DataFrame({'train\_max': train\_max[bad\_max], 'test\_max': test\_max[bad\_max]})

Out[18]:

|  |  |  |
| --- | --- | --- |
|  | train\_max | test\_max |
| 80 | 0.539070 | 0.040964 |
| 104 | 1.000000 | 0.100000 |
| 108 | 0.001530 | 1.000000 |
| 110 | 0.000125 | 0.750000 |
| 119 | 0.994750 | 0.161700 |
| 121 | 0.004566 | 0.500000 |
| 122 | 0.007936 | 0.666670 |
| 125 | 0.333330 | 1.000000 |
| 126 | 0.000015 | 1.000000 |
| 127 | 0.015686 | 0.500000 |
| 128 | 0.000031 | 1.000000 |
| 129 | 0.000016 | 1.000000 |
| 144 | 0.865560 | 0.390870 |

# Conclusion

It is clear that there are serious discrepancies between the data in the test set and the data in the training set. This will cause serious problems for anyone trying to build a model using the training data and then validate it against the test set.

**Appendix B** **code**:

**Pre-processing code**

*# Initial modules*

**import** **numpy** **as** **np**

**import** **pandas** **as** **pd**

**import** **sklearn**

*#load data*

mdata= pd.read\_csv('train\_imperson\_without4n7\_balanced\_data.csv')

mdata.head()

### **Investigating the presence of missing values**

mdata.info()

*#data is complete*

m1= mdata.dropna()

m1.info()

### **Investigating the presence of duplicate cases**

*#We should assume data are iid, hence keep duplicates*

m2 = mdata.drop\_duplicates()

m2.info()

*#duplicate rows for reference*

mdata[mdata.duplicated() == **True**].head()

### **Descriptive statistics on the training set**

mdata.describe().T.describe()

*# Separate X and Y*

X, Y = mdata.loc[:, mdata.columns != '155'], mdata['155']

X.head()

### **Statistical analysis of the features matrix**

X.describe().T.describe()

X.std().value\_counts()

### **Dataset 1: features with variance greater than zero**

*#Xselected with 0 var taken out*

**from** **sklearn.feature\_selection** **import** VarianceThreshold

selector = VarianceThreshold()

selector.fit(X)

col = X.columns[selector.get\_support()]

Xselected= X.loc[:, col ]

Xselected.head()

Xselected.shape

Xselected.skew().median()

### **Dataset 2: variance greater than zero and data scaled to a range [0, 1]**

*#normalised range 0 1*

**from** **sklearn.preprocessing** **import** MinMaxScaler

scaler1 = MinMaxScaler().fit(Xselected)

scaled0\_1=scaler1.transform(Xselected)

*# dataframe normalised range 0\_1*

NX3df = pd.DataFrame(scaled0\_1, columns= Xselected.columns)

NX3df.head()

### **Dataset 3: variance greater than zero and power transform**

*#Power transform*

**from** **sklearn.preprocessing** **import** PowerTransformer

pt = PowerTransformer(method = 'yeo-johnson').fit(Xselected)

poweredX2 = pt.transform(Xselected)

*#dataframe power gaussian*

PX2df = pd.DataFrame(poweredX2, columns= Xselected.columns)

PX2df.head()

PX2df.skew().median()

### **Dataset 4: variance greater than zero and norm one**

*#Normalizer transforms to norm 1*

**from** **sklearn.preprocessing** **import** Normalizer

scaler = Normalizer().fit(Xselected)

normalizedX2 = scaler.transform(Xselected)

*#dataframe with norm 1*

NX2df = pd.DataFrame(normalizedX2, columns = Xselected.columns)

NX2df.head()

**Datasets**

Reduced dataset (down to 78 features) by removing zero variance features - dataset 1

* Xselected

Dataset 1 + rescaling each feature between 0 to 1 - dataset 2

* NX3df

Dataset 1 + transform the datset to be gaussian like (mean=0 and s.d=1) - dataset 3

Dataset 1 + normalised the dataset by rescaling each row to add up to length one - dataset 4

* NX2df
* **Feature selection Part 1: Tree based feature importance**
* %matplotlib inline
* **import** **numpy** **as** **np**
* **import** **pandas** **as** **pd**
* mdata= pd.read\_csv('train\_imperson\_without4n7\_balanced\_data.csv')
* X, Y = mdata.loc[:, mdata.columns != '155'], mdata['155']
* *#eliminate features with 0 standard deviation*
* X1\_sigma = X.loc[:, (X.std()>0)]

## Use Random Forest to get a ranking of the most important features

* %%time
* **from** **sklearn.ensemble** **import** RandomForestClassifier
* forest = RandomForestClassifier()
* forest.fit(X1\_sigma, Y)
* CPU times: user 1.1 s, sys: 120 ms, total: 1.23 s
* Wall time: 1.22 s
* RandomForestClassifier(bootstrap=True, class\_weight=None, criterion='gini',
* max\_depth=None, max\_features='auto', max\_leaf\_nodes=None,
* min\_impurity\_decrease=0.0, min\_impurity\_split=None,
* min\_samples\_leaf=1, min\_samples\_split=2,
* min\_weight\_fraction\_leaf=0.0, n\_estimators=10,
* n\_jobs=None, oob\_score=False, random\_state=None,
* verbose=0, warm\_start=False)
* rf\_importance = forest.feature\_importances\_
* rf\_importance
* array([1.21773936e-01, 6.74576184e-02, 1.27533858e-02, 3.25055934e-02,
* 0.00000000e+00, 0.00000000e+00, 0.00000000e+00, 0.00000000e+00,
* 0.00000000e+00, 0.00000000e+00, 0.00000000e+00, 1.12717330e-01,
* 0.00000000e+00, 5.11327629e-02, 1.88626154e-07, 1.28414849e-04,
* 4.23592171e-02, 0.00000000e+00, 1.14271398e-02, 0.00000000e+00,
* 2.17936612e-03, 1.49888873e-03, 1.21108806e-01, 4.33054528e-02,
* 1.67185815e-02, 5.45721778e-02, 1.93384693e-05, 1.91449751e-05,
* 4.85905652e-05, 1.13374263e-01, 2.76903295e-03, 7.75254640e-04,
* 5.86678622e-02, 2.31780047e-02, 2.37023777e-02, 0.00000000e+00,
* 0.00000000e+00, 0.00000000e+00, 0.00000000e+00, 0.00000000e+00,
* 4.89837766e-05, 2.41471259e-03, 2.30145000e-05, 0.00000000e+00,
* 3.00601885e-04, 0.00000000e+00, 4.06378753e-06, 1.23660008e-06,
* 5.57234463e-03, 3.23144334e-03, 3.45114464e-05, 1.83193709e-05,
* 6.93238980e-05, 1.43063228e-04, 0.00000000e+00, 0.00000000e+00,
* 4.34973477e-03, 5.90496637e-03, 3.41019089e-03, 3.14387779e-10,
* 2.44441954e-03, 7.22502104e-06, 0.00000000e+00, 7.22399391e-03,
* 4.47292321e-06, 0.00000000e+00, 8.27123091e-06, 1.69551549e-05,
* 3.38403706e-06, 0.00000000e+00, 3.12374815e-02, 2.88408058e-05,
* 1.75234928e-03, 0.00000000e+00, 0.00000000e+00, 0.00000000e+00,
* 2.38495566e-04, 1.73148707e-02])

# Rank the features by importance

* rf\_ranked = sorted((rating, idx) **for** (idx, rating) **in** enumerate(rf\_importance))
* *# look at the 20 most important features*
* rf\_ranked[-20:]
* [(0.0059049663711367014, 57),
* (0.0072239939111368974, 63),
* (0.011427139812082803, 18),
* (0.012753385828900028, 2),
* (0.016718581453701524, 24),
* (0.017314870656399663, 77),
* (0.023178004703063564, 33),
* (0.02370237766100005, 34),
* (0.031237481500813548, 70),
* (0.03250559343416152, 3),
* (0.04235921705908447, 16),
* (0.04330545279612031, 23),
* (0.05457217784122165, 25),
* (0.05866786221888163, 32),
* (0.06745761842879369, 1),
* (0.11271733041699825, 11),
* (0.11337426256843093, 29),
* (0.12110880583459076, 22),
* (0.12177393604844935, 0)]
* I notice the rating are not stable - if you run the last three code cells multiple times the order and rating change quite a bit. Lets try running it a few times and plot the importance it assigns to each feature.
* importances = []
* **for** \_ **in** range(10):
* forest.fit(X1\_sigma, Y)
* importances.append(forest.feature\_importances\_)
* df = pd.DataFrame(importances)
* We can see how much the feature importance varies by plotting the importance for each feature across ten runs:
* df.plot(legend=**False**)
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* Another way that makes the variation clearer is to plot how much each of the feature importances varies using a boxplot:
* **from** **matplotlib** **import** pyplot **as** plt
* fig, ax = plt.subplots(figsize=(20,10))
* ax.set\_title("Variation of RF column importance over 10 runs")
* ax.set\_xlabel("Column Number")
* ax.set\_ylabel("Importance")
* df.boxplot(grid=**False**, whis=1000., ax=ax)
* ![](data:image/png;base64,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)
* Clearly some features have very little importance but for the remainder the relative importance varies hugely from run to run due to the random nature of Random Forests.

# Using xgboost to get the feature importance

* %%time
* **from** **xgboost** **import** XGBClassifier
* xgb = XGBClassifier()
* xgb.fit(X1\_sigma, Y)
* xg\_importance = xgb.feature\_importances\_
* xg\_importance
* array([4.7329403e-03, 0.0000000e+00, 8.9810267e-03, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00, 0.0000000e+00, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00, 0.0000000e+00, 2.1276930e-02,
* 0.0000000e+00, 1.7434136e-03, 0.0000000e+00, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00, 3.0411058e-03, 0.0000000e+00,
* 2.4640295e-03, 0.0000000e+00, 6.2512726e-01, 0.0000000e+00,
* 0.0000000e+00, 5.1427062e-04, 0.0000000e+00, 0.0000000e+00,
* 7.4304739e-04, 2.0335531e-01, 4.0172166e-04, 4.7231920e-04,
* 1.4258807e-03, 0.0000000e+00, 2.3888556e-02, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00, 0.0000000e+00, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00, 0.0000000e+00, 0.0000000e+00,
* 1.9602317e-03, 0.0000000e+00, 0.0000000e+00, 0.0000000e+00,
* 1.5265194e-02, 1.6785092e-03, 0.0000000e+00, 0.0000000e+00,
* 1.0695638e-03, 2.6311394e-04, 0.0000000e+00, 0.0000000e+00,
* 2.8898872e-03, 7.1290687e-02, 0.0000000e+00, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00, 0.0000000e+00, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00, 0.0000000e+00, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00, 0.0000000e+00, 0.0000000e+00,
* 7.4149747e-03, 0.0000000e+00, 0.0000000e+00, 0.0000000e+00,
* 0.0000000e+00, 0.0000000e+00], dtype=float32)
* Notes: xgboost normalises the importance values so that they sum up to 1. Also most of the features have an importance of zero and are completely rejected by XGB.
* xg\_ranked = sorted((rating, idx) **for** (idx, rating) **in** enumerate(importance))
* *# look at the 20 most important features*
* xg\_ranked[-20:]
* [(0.0004723192, 31),
* (0.0005142706, 25),
* (0.0007430474, 28),
* (0.0010695638, 52),
* (0.0014258807, 32),
* (0.0016785092, 49),
* (0.0017434136, 13),
* (0.0019602317, 44),
* (0.0024640295, 20),
* (0.0028898872, 56),
* (0.0030411058, 18),
* (0.0047329403, 0),
* (0.0074149747, 72),
* (0.008981027, 2),
* (0.015265194, 48),
* (0.02127693, 11),
* (0.023888556, 34),
* (0.07129069, 57),
* (0.20335531, 29),
* (0.62512726, 22)]
* np.array([x[0] **for** x **in** reversed(xg\_ranked)]).cumsum()
* array([0.62512726, 0.82848257, 0.89977324, 0.92366177, 0.9449387 ,
* 0.9602039 , 0.96918494, 0.97659993, 0.9813329 , 0.984374 ,
* 0.98726386, 0.9897279 , 0.99168813, 0.99343157, 0.9951101 ,
* 0.99653596, 0.9976055 , 0.99834853, 0.9988628 , 0.9993351 ,
* 0.99973685, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994,
* 0.99999994, 0.99999994, 0.99999994], dtype=float32)
* importances = []
* **for** \_ **in** range(10):
* xgb = XGBClassifier()
* xgb.fit(X1\_sigma, Y)
* importances.append(xgb.feature\_importances\_)
* df = pd.DataFrame(importances)
* df.plot(legend=**False**)
* ![](data:image/png;base64,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)
* Clearly XGBoost is much more consistent and opinionated.

# Feature Importance with Catboost

* **from** **catboost** **import** CatBoostClassifier
* cb = CatBoostClassifier()
* %%time
* cb.fit(X1\_sigma, Y, verbose=100)
* Learning rate set to 0.061156 0: learn: 0.5237915 total: 30.2ms remaining: 30.2s 100: learn: 0.0003742 total: 2.6s remaining: 23.1s 200: learn: 0.0002458 total: 4.95s remaining: 19.7s 300: learn: 0.0002417 total: 7.21s remaining: 16.7s 400: learn: 0.0002413 total: 9.33s remaining: 13.9s 500: learn: 0.0002413 total: 11.4s remaining: 11.4s 600: learn: 0.0002413 total: 13.5s remaining: 8.96s 700: learn: 0.0002413 total: 15.6s remaining: 6.65s 800: learn: 0.0002413 total: 17.7s remaining: 4.39s 900: learn: 0.0002413 total: 19.8s remaining: 2.17s 999: learn: 0.0002413 total: 21.8s remaining: 0us CPU times: user 2min 45s, sys: 6.44 s, total: 2min 51s Wall time: 23.1 s
* cb\_importance = cb.get\_feature\_importance()
* cb\_importance
* array([1.18430010e+00, 1.14742527e+00, 3.39528732e+00, 4.21509614e+00,
* 0.00000000e+00, 0.00000000e+00, 0.00000000e+00, 0.00000000e+00,
* 0.00000000e+00, 0.00000000e+00, 0.00000000e+00, 3.07372845e+01,
* 0.00000000e+00, 4.99256200e-02, 0.00000000e+00, 2.80171153e-02,
* 1.50692376e-02, 0.00000000e+00, 2.66639475e+00, 0.00000000e+00,
* 4.67656710e-01, 0.00000000e+00, 2.21440580e+01, 0.00000000e+00,
* 0.00000000e+00, 0.00000000e+00, 8.43731181e-05, 0.00000000e+00,
* 3.10907694e-02, 1.00211719e+01, 8.59017031e-01, 4.30230428e-01,
* 1.76564068e+00, 1.76390195e+00, 5.38597299e+00, 0.00000000e+00,
* 0.00000000e+00, 0.00000000e+00, 0.00000000e+00, 0.00000000e+00,
* 0.00000000e+00, 7.68228173e-02, 1.73180901e-01, 0.00000000e+00,
* 3.41893686e-02, 0.00000000e+00, 0.00000000e+00, 1.05503739e-04,
* 2.69208110e+00, 2.57220819e-01, 1.33463605e-02, 0.00000000e+00,
* 3.46336534e-02, 8.35212037e-02, 0.00000000e+00, 0.00000000e+00,
* 0.00000000e+00, 7.83041873e+00, 1.25920954e-02, 0.00000000e+00,
* 0.00000000e+00, 0.00000000e+00, 0.00000000e+00, 0.00000000e+00,
* 0.00000000e+00, 0.00000000e+00, 0.00000000e+00, 0.00000000e+00,
* 0.00000000e+00, 0.00000000e+00, 5.08903431e-01, 0.00000000e+00,
* 1.77428343e+00, 0.00000000e+00, 0.00000000e+00, 0.00000000e+00,
* 0.00000000e+00, 2.01075640e-01])
* cb\_ranked = sorted((rating, idx) **for** (idx, rating) **in** enumerate(cb\_importance))
* *# look at the 20 most important features*
* cb\_ranked[-20:]
* [(0.20107563990257385, 77),
* (0.2572208193324662, 49),
* (0.4302304280925102, 31),
* (0.46765671017600735, 20),
* (0.5089034308958107, 70),
* (0.8590170314474369, 30),
* (1.1474252661338882, 1),
* (1.184300100425819, 0),
* (1.763901945568504, 33),
* (1.7656406752657117, 32),
* (1.77428342770122, 72),
* (2.6663947507615036, 18),
* (2.6920810952842076, 48),
* (3.3952873186498995, 2),
* (4.2150961419053825, 3),
* (5.385972985838783, 34),
* (7.830418729096104, 57),
* (10.021171940679691, 29),
* (22.14405802336696, 22),
* (30.7372845201552, 11)]
* N.B. The feature importances from CatBoost are weighted to sum to 100 instead of 1.
* importances = []
* **for** \_ **in** range(10):
* cb = CatBoostClassifier()
* cb.fit(X1\_sigma, Y, verbose=500)
* importances.append(cb.get\_feature\_importance())
* df = pd.DataFrame(importances)
* df.plot(legend=**False**)
* ![](data:image/png;base64,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)
* As we can see, CatBoost is as consistent as XGBoost, although it gives somewhat different weights to the features.
* np.array([x[0] **for** x **in** reversed(cb\_ranked)]).cumsum()
* array([0.62512726, 0.82848257, 0.89977324, 0.92366177, 0.9449387 , 0.9602039 , 0.96918494, 0.97659993, 0.9813329 , 0.984374 , 0.98726386, 0.9897279 , 0.99168813, 0.99343157, 0.9951101 , 0.99653596, 0.9976055 , 0.99834853, 0.9988628 , 0.9993351 , 0.99973685, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994, 0.99999994], dtype=float32)
* **def** top20(ranked):
* **return** [x[1] **for** x **in** ranked[-20:]]
* print("RF:", top20(rf\_ranked))
* print("xgboost:", top20(xg\_ranked))
* print("catboost:", top20(cb\_ranked))
* print("Intersection:", set(top20(rf\_ranked)).intersection(top20(xg\_ranked)).intersection(top20(cb\_ranked)))
* RF: [57, 63, 18, 2, 24, 77, 33, 34, 70, 3, 16, 23, 13, 25, 32, 1, 11, 29, 22, 0]
* xgboost: [31, 25, 28, 52, 32, 49, 13, 44, 20, 56, 18, 0, 72, 2, 48, 11, 34, 57, 29, 22]
* catboost: [77, 49, 31, 20, 70, 30, 1, 0, 33, 32, 72, 18, 48, 2, 3, 34, 57, 29, 22, 11]
* Intersection: {0, 32, 2, 34, 11, 18, 22, 57, 29}
* selected\_features = set(top20(xg\_ranked)).intersection(top20(cb\_ranked))
* print("XGBoost and CatBoost Intersection:", selected\_features)
* XGBoost and CatBoost Intersection: {0, 32, 2, 34, 72, 11, 48, 49, 18, 20, 22, 57, 29, 31}

## Since the Random Forest feature importance rating is so unstable, for the next section we will use the features that both CatBoost and XGBoost both consider important

# Evaluating the models on the subset of features

* **from** **sklearn.model\_selection** **import** cross\_validate
* X\_top\_features = X1\_sigma.iloc[:, list(selected\_features)]
* *# shuffle the rows*
* **from** **numpy** **import** random, arange
* indexes = arange(Y.shape[0])
* numpy.random.shuffle(indexes)
* X\_cv = X\_top\_features.iloc[indexes,:]
* Y\_cv = Y.iloc[indexes]
* rf = RandomForestClassifier()
* rf\_cv = cross\_validate(rf, X\_cv, Y\_cv, cv=5, scoring="accuracy")
* rf\_cv
* {'fit\_time': array([0.46078181, 0.41081405, 0.42314792, 0.42004848, 0.42713404]),
* 'score\_time': array([0.01698518, 0.01703095, 0.01725793, 0.01659465, 0.01717067]),
* 'test\_score': array([0.99989696, 0.99994848, 0.99963932, 0.99994847, 0.9997939 ])}
* gb = XGBClassifier(verbosity=0)
* gb\_cv = cross\_validate(gb, X\_cv, Y\_cv, cv=5, scoring="accuracy")
* gb\_cv
* {'fit\_time': array([4.75142622, 4.72674131, 4.71258163, 4.68719816, 4.67803741]),
* 'score\_time': array([0.06090856, 0.0629797 , 0.06166697, 0.06219172, 0.06117797]),
* 'test\_score': array([0.99984544, 0.99989696, 0.9997939 , 1. , 0.99989695])}
* cb = CatBoostClassifier(verbose=**False**, early\_stopping\_rounds=50)
* cb\_cv = cross\_validate(cb, X\_cv, Y\_cv, cv=5, scoring="accuracy")
* cb\_cv

## Conclusion

* We have reduced the feature set from 78 down to 14 by selecting those features that both XGBoost and CatBoost ranked as the most important. In 5-fold cross validation tests Random Forest, XGBoost and CatBoost all scored more than 99.9% accuracy, with CatBoost scoring highest, including getting 100% on three of the five folds. However CatBoost was the slowest to train (~19s compared with ~4.5s for both RF and XGB). On the other hand it was the fastest for prediction.

# Feature Selection Part 2: Recursive Feature Elimination

## Using the scikit-learn RFECV to find and validate the best combination of features[¶](https://render.githubusercontent.com/view/ipynb?commit=1212225a0b30d0af437432705949bb84cd1a9abf&enc_url=68747470733a2f2f7261772e67697468756275736572636f6e74656e742e636f6d2f646176656b697262792f414d4c5f70726f6a6563742f313231323232356130623330643061663433373433323730353934396262383463643161396162662f6e6f7465626f6f6b732f66696e616c5f666561747572655f73656c656374696f6e2e6970796e623f746f6b656e3d4141494f514e535537554f444550535933554b41495932364449463645&nwo=davekirby%2FAML_project&path=notebooks%2Ffinal_feature_selection.ipynb&repository_id=221760523&repository_type=Repository#Using-the-scikit-learn-RFECV-to-find-and-validate-the-best-combination-of-features)

* %matplotlib inline
* **import** **numpy** **as** **np**
* **import** **pandas** **as** **pd**
* mdata= pd.read\_csv('train\_imperson\_without4n7\_balanced\_data.csv')
* X, Y = mdata.loc[:, mdata.columns != '155'], mdata['155']
* *#eliminate features with 0 standard deviation*
* X1\_sigma = X.loc[:, (X.std()>0)]
* **from** **catboost** **import** CatBoostClassifier
* **from** **sklearn.feature\_selection** **import** RFECV
* initial\_selection = {0, 32, 2, 34, 72, 11, 48, 49, 18, 20, 22, 57, 29, 31}
* X\_top\_features = X1\_sigma.iloc[:, list(initial\_selection)]
* *# shuffle the rows*
* **from** **numpy** **import** random, arange
* indexes = arange(Y.shape[0])
* random.shuffle(indexes)
* X\_cv = X\_top\_features.iloc[indexes,:]
* Y\_cv = Y.iloc[indexes]
* %%time
* cb = CatBoostClassifier(verbose=**False**, early\_stopping\_rounds=50)
* rfecv = RFECV(cb, scoring="accuracy", n\_jobs=-1, verbose=1)
* rfecv.fit(X\_cv, Y\_cv)
* Fitting estimator with 14 features.
* Fitting estimator with 13 features.
* Fitting estimator with 12 features.
* Fitting estimator with 11 features.
* Fitting estimator with 10 features.
* Fitting estimator with 9 features.
* Fitting estimator with 8 features.
* Fitting estimator with 7 features.
* CPU times: user 24min 31s, sys: 1min 19s, total: 25min 51s
* Wall time: 23min 19s
* RFECV(cv='warn',
* estimator=<catboost.core.CatBoostClassifier object at 0x7fa54ce8a3c8>,
* min\_features\_to\_select=1, n\_jobs=-1, scoring='accuracy', step=1,
* verbose=1)
* rfecv.n\_features\_
* 6
* rfecv.grid\_scores\_
* array([0.98148263, 0.99818639, 0.9991035 , 0.99990726, 0.99993817,
* 0.99995878, 0.99995878, 0.99995878, 0.99995878, 0.99994848,
* 0.99990726, 0.99989695, 0.99992787, 0.99990726])
* rfecv.support\_
* array([False, False, True, False, False, True, False, False, False,
* False, True, True, True, True])
* **import** **matplotlib.pyplot** **as** **plt**
* plt.plot(range(1, len(rfecv.grid\_scores\_) + 1), rfecv.grid\_scores\_)
* ![](data:image/png;base64,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)

# Validating the 6 selected features using 5-fold CV

* cb\_cv['test\_score'].mean()
* 0.9998660378103773
* **from** **sklearn.model\_selection** **import** cross\_validate
* X\_top\_6 = X\_cv[X\_cv.columns[rfecv.support\_]]
* cb = CatBoostClassifier(verbose=500, early\_stopping\_rounds=50)
* %time cb\_cv = cross\_validate(cb, X\_top\_6, Y\_cv, cv=5, scoring="accuracy")
* cb\_cv
* CPU times: user 10min 14s, sys: 30.9 s, total: 10min 45s
* Wall time: 1min 28s
* {'fit\_time': array([17.38743424, 17.89787388, 18.17471766, 17.69102573, 17.14631081]),
* 'score\_time': array([0.01382089, 0.0118432 , 0.01252604, 0.01238298, 0.01172662]),
* 'test\_score': array([0.99994848, 0.99989696, 0.99994847, 0.99969085, 0.99984542])}
* *# get the top column names/numbers from the original dataframe:*
* list(X\_top\_6.columns)
* ['8', '38', '67', '119', '76', '78']

# Conclusion

* Using RFECV we have reduced our 14 best features down to 6 features while still retaining an average accuracy rate of 99.987% on 5-fold cross validation. However the run time for fitting the model has only been reduced by a small amount, going from an average of 19.19 seconds to 17.66 seconds. Similarly the scoring time went down from 0.0136 seconds to 0.0125 seconds.

# Part 3: Feature selection using Chi-squared

* **import** **numpy** **as** **np**
* **import** **scipy**
* **import** **pandas** **as** **pd**
* **import** **sklearn**
* mdata\_test= pd.read\_csv('test\_imperson\_without4n7\_balanced\_data.csv')
* mdata\_train= pd.read\_csv('train\_imperson\_without4n7\_balanced\_data.csv')
* Xtrain, Ytrain = mdata\_train.loc[:, mdata\_train.columns != '155'], mdata\_train['155']
* Xtest, Ytest = mdata\_test.loc[:, mdata\_test.columns != '155'], mdata\_test['155']
* X1\_sigma = Xtrain.loc[:, (Xtrain.std()>0)]
* X2\_sigma = Xtest.loc[:, (Xtest.std()>0)]
* **from** **catboost** **import** CatBoostClassifier
* params = {'loss\_function':'Logloss','eval\_metric':'AUC','verbose':54}
* cb = CatBoostClassifier(\*\*params)
* cb.fit(Xtrain, Ytrain,eval\_set=(Xtest,Ytest),use\_best\_model = **True**,plot=**True**)
* feat\_important = [t **for** t **in** zip(features,cb.get\_feature\_importance())]
* feat\_important\_df = pd.DataFrame(feat\_important,columns=['feature', 'VarImp'])
* feat\_important\_df = feat\_important\_df.sort\_values('VarImp', ascending=**False**)
* feat\_important\_df[feat\_important\_df['VarImp']>0]

|  |  |  |
| --- | --- | --- |
|  | feature | VarImp |
| 35 | 38 | 25.758057 |
| 64 | 67 | 20.601619 |
| 73 | 76 | 8.377924 |
| 5 | 8 | 7.573238 |
| 6 | 9 | 6.343218 |
| 77 | 80 | 6.305031 |
| 116 | 119 | 5.711694 |
| 137 | 140 | 4.680064 |
| 79 | 82 | 4.518620 |
| 4 | 6 | 1.608593 |
| 104 | 107 | 1.593854 |
| 58 | 61 | 1.192325 |
| 74 | 77 | 1.153818 |
| 3 | 5 | 1.014938 |
| 72 | 75 | 0.825646 |
| 119 | 122 | 0.468592 |
| 95 | 98 | 0.453014 |
| 61 | 64 | 0.445794 |
| 67 | 70 | 0.427517 |
| 105 | 108 | 0.263410 |
| 91 | 94 | 0.238859 |
| 87 | 90 | 0.220640 |
| 109 | 112 | 0.096981 |
| 75 | 78 | 0.050865 |
| 108 | 111 | 0.031422 |
| 139 | 142 | 0.021802 |
| 106 | 109 | 0.011947 |
| 76 | 79 | 0.006509 |
| 69 | 72 | 0.001866 |
| 102 | 105 | 0.001475 |
| 115 | 118 | 0.000418 |
| 103 | 106 | 0.000248 |

* len(feat\_important\_df[feat\_important\_df['VarImp']>0])
* 32
* selected\_features=[]
* **for** i **in** feat\_important\_df[feat\_important\_df['VarImp']>0]['feature']:
* selected\_features.append(int(i))
* selected\_features = set(selected\_features)
* print(selected\_features)
* {5, 6, 8, 9, 140, 142, 38, 61, 64, 67, 70, 72, 75, 76, 77, 78, 79, 80, 82, 90, 94, 98, 105, 106, 107, 108, 109, 111, 112, 118, 119, 122}
* X\_top\_features = Xtrain.iloc[:,list(selected\_features)]
* **from** **sklearn.model\_selection** **import** cross\_validate
* **import** **numpy**
* **from** **numpy** **import** random, arange
* indexes = arange(Ytrain.shape[0])
* numpy.random.shuffle(indexes)
* cb = CatBoostClassifier(verbose=**False**, early\_stopping\_rounds=50)
* cb\_cv = cross\_validate(cb, X\_cv, Y\_cv, cv=5, scoring="accuracy")
* cb\_cv
* Y\_cv = Ytrain.iloc[indexes]
* {'fit\_time': array([15.91051698, 15.76953602, 16.30591202, 16.81542993, 17.78671002]),
* 'score\_time': array([0.02405715, 0.01588607, 0.01655197, 0.01478696, 0.02184224]),
* 'test\_score': array([0.99984544, 0.99979392, 0.99969085, 0.99969085, 0.99994847])}

## chi-squared (chi²) statistical test for non-negative features to select 10 of the best features

* **import** **pandas** **as** **pd**
* **import** **numpy** **as** **np**
* **from** **sklearn.feature\_selection** **import** SelectKBest
* **from** **sklearn.feature\_selection** **import** chi2
* data = pd.read\_csv('test\_imperson\_without4n7\_balanced\_data.csv')
* Xtrain, Ytrain = mdata\_train.loc[:, mdata\_train.columns != '155'], mdata\_train['155']
* *#apply SelectKBest class to extract top 10 best features*
* bestfeatures = SelectKBest(score\_func=chi2, k=10)
* fit = bestfeatures.fit(Xtrain,Ytrain)
* dfscores = pd.DataFrame(fit.scores\_)
* dfcolumns = pd.DataFrame(Xtrain.columns)
* *#concat two dataframes for better visualization*
* featureScores = pd.concat([dfcolumns,dfscores],axis=1)
* featureScores.columns = ['feature','Score'] *#naming the dataframe columns*
* print(featureScores.nlargest(10,'Score')) *#print 10 best features*
* feature Score
* 68 71 32124.682195
* 48 51 28936.000138
* 64 67 28321.490224
* 44 47 24346.021809
* 151 154 13311.733744
* 47 50 12317.666392
* 5 8 12076.290588
* 6 9 12076.290588
* 65 68 7911.296191
* 79 82 7720.479234
* selected\_features=[]
* **for** i **in** featureScores.nlargest(10,'Score')['feature']:
* selected\_features.append(int(i)-3)
* selected\_features = set(selected\_features)
* X\_top\_features = Xtrain.iloc[:, list(selected\_features)]
* indexes = arange(Ytrain.shape[0])
* numpy.random.shuffle(indexes)
* X\_cv = X\_top\_features.iloc[indexes,:]
* Y\_cv = Ytrain.iloc[indexes]
* cb = CatBoostClassifier(verbose=**False**, early\_stopping\_rounds=50)
* cb\_cv = cross\_validate(cb, X\_cv, Y\_cv, cv=5, scoring="accuracy")
* cb\_cv
* {'fit\_time': array([15.02702808, 15.33611178, 16.46628404, 15.27807379, 16.1256578 ]),
* 'score\_time': array([0.01370907, 0.01399207, 0.0147438 , 0.01426625, 0.01386023]),
* 'test\_score': array([0.9994848 , 0.9994848 , 0.99969085, 0.9997939 , 0.9995878 ])}
* **from** **xgboost** **import** XGBClassifier
* gb = XGBClassifier(verbosity=0)
* gb\_cv = cross\_validate(gb, X\_cv, Y\_cv, cv=5, scoring="accuracy")
* gb\_cv
* {'fit\_time': array([2.434901 , 2.356637 , 2.3485291 , 2.431885 , 2.38992834]),
* 'score\_time': array([0.03784108, 0.02991891, 0.03046775, 0.03504109, 0.03634882]),
* 'test\_score': array([0.99778465, 0.99783617, 0.99788747, 0.99799052, 0.99768137])}

## Conclusion

* Using Chi-squared testing of each feature against the target column and selecting the k best we can get as good performance as using the feature importance reported by tree based algorithms such as catboost.

**import** **numpy** **as** **np**

**import** **scipy**

**import** **pandas** **as** **pd**

**import** **sklearn**

**from** **sklearn.feature\_selection** **import** SelectKBest

**from** **sklearn.feature\_selection** **import** chi2

**from** **sklearn.model\_selection** **import** cross\_validate

**from** **numpy** **import** random, arange

**from** **xgboost** **import** XGBClassifier

Xtrain, Ytrain = Xselected, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,34))

**import** **numpy**

X\_top\_features = Xselected.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

indexes = arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

cb = CatBoostClassifier(verbose=**False**, early\_stopping\_rounds=50)

cb\_cv = cross\_validate(cb, X\_cv, Y\_cv, cv=5, scoring="accuracy")

cb\_cv

{'fit\_time': array([16.88924599, 18.57903004, 19.61032724, 16.98861003, 17.83964992]),

'score\_time': array([0.01466632, 0.0195148 , 0.01424694, 0.01427627, 0.0139029 ]),

'test\_score': array([0.99953632, 0.9994848 , 0.99963932, 0.99948475, 0.99969085])}

gb = XGBClassifier(verbosity=0)

gb\_cv = cross\_validate(gb, X\_cv, Y\_cv, cv=5, scoring="accuracy")

gb\_cv

{'fit\_time': array([2.38882828, 2.80635309, 2.65520096, 2.61705399, 2.46459889]),

'score\_time': array([0.0297358 , 0.03513479, 0.03065014, 0.03140807, 0.03049994]),

'test\_score': array([0.99783617, 0.99835137, 0.99773289, 0.99762984, 0.99824815])}

Xtrain, Ytrain = NX2df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,27))

X\_top\_features = NX2df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

cb = CatBoostClassifier(verbose=**False**, early\_stopping\_rounds=50)

cb\_cv = cross\_validate(cb, X\_cv, Y\_cv, cv=5, scoring="accuracy")

cb\_cv

{'fit\_time': array([19.48945689, 20.40593696, 18.60622501, 19.67188191, 21.3007338 ]),

'score\_time': array([0.01459622, 0.01379013, 0.01371908, 0.01435018, 0.01378512]),

'test\_score': array([0.99747553, 0.99726945, 0.99701154, 0.99690849, 0.99696002])}

gb = XGBClassifier(verbosity=0)

gb\_cv = cross\_validate(gb, X\_cv, Y\_cv, cv=5, scoring="accuracy")

gb\_cv

{'fit\_time': array([4.14661694, 4.41106415, 4.12002206, 4.19900227, 4.16188002]),

'score\_time': array([0.03509212, 0.03049994, 0.03502893, 0.03120995, 0.03449702]),

'test\_score': array([0.99690881, 0.99696033, 0.99634171, 0.99654782, 0.99690849])}

Xtrain, Ytrain = NX3df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,34))

X\_top\_features = NX3df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

cb = CatBoostClassifier(verbose=**False**, early\_stopping\_rounds=50)

cb\_cv = cross\_validate(cb, X\_cv, Y\_cv, cv=5, scoring="accuracy")

cb\_cv

{'fit\_time': array([18.59923005, 16.90425181, 16.79899788, 17.6864748 , 18.00517201]),

'score\_time': array([0.01949787, 0.0240171 , 0.01366305, 0.01427627, 0.01497293]),

'test\_score': array([0.9997424 , 0.9997424 , 0.99953627, 0.99969085, 0.9991756 ])}

gb = XGBClassifier(verbosity=0)

gb\_cv = cross\_validate(gb, X\_cv, Y\_cv, cv=5, scoring="accuracy")

gb\_cv

{'fit\_time': array([2.54442596, 2.60541296, 2.54903793, 2.38389492, 2.48685789]),

'score\_time': array([0.03097701, 0.03572512, 0.02722311, 0.03145814, 0.026968 ]),

'test\_score': array([0.99804225, 0.99783617, 0.99778442, 0.99809357, 0.99747527])}

**from** **sklearn** **import** feature\_selection

Xtrain, Ytrain = PX2df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((22,32,25,13,16,15,29,28,23,0))

X\_top\_features = PX2df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

cb = CatBoostClassifier(verbose=**False**, early\_stopping\_rounds=50)

cb\_cv = cross\_validate(cb, X\_cv, Y\_cv, cv=5, scoring="accuracy")

cb\_cv

gb = XGBClassifier(verbosity=0)

gb\_cv = cross\_validate(gb, X\_cv, Y\_cv, cv=5, scoring="accuracy")

gb\_cv

**from** **sklearn.ensemble** **import** RandomForestClassifier

**from** **sklearn** **import** feature\_selection

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(k=10)

fit = bestfeatures.fit(Xtest,Ytest)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtest.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

f = msb / msw

selected\_features = set((66,72,64,76,35,47,48,44,78,5))

X\_top\_features = Xtest.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytest.shape[0])

numpy.random.shuffle(indexes)

Xtest\_cv = X\_top\_features.iloc[indexes,:]

Ytest\_cv = Ytest.iloc[indexes]

Xtrain, Ytrain = Xselected, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,34))

**import** **numpy**

X\_top\_features = Xselected.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

**from** **sklearn.ensemble** **import** RandomForestClassifier

*#Create a Gaussian Classifier*

clf=RandomForestClassifier(n\_estimators=100)

*#Train the model using the training sets y\_pred=clf.predict(X\_test)*

clf.fit(X\_cv,Y\_cv)

*# prediction on test set*

y\_pred=clf.predict(Xtest\_cv)

*#Import scikit-learn metrics module for accuracy calculation*

**from** **sklearn** **import** metrics

*# Model Accuracy, how often is the classifier correct?*

print("Accuracy:",metrics.accuracy\_score(Ytest\_cv, y\_pred))

Xtrain, Ytrain = NX2df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,27))

X\_top\_features = NX2df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

*#Create a Gaussian Classifier*

clf=RandomForestClassifier(n\_estimators=100)

*#Train the model using the training sets y\_pred=clf.predict(X\_test)*

clf.fit(X\_cv,Y\_cv)

*# prediction on test set*

y\_pred=clf.predict(Xtest\_cv)

*#Import scikit-learn metrics module for accuracy calculation*

**from** **sklearn** **import** metrics

*# Model Accuracy, how often is the classifier correct?*

print("Accuracy:",metrics.accuracy\_score(Ytest\_cv, y\_pred))

Xtrain, Ytrain = NX3df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,34))

X\_top\_features = NX3df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

*#Create a Gaussian Classifier*

clf=RandomForestClassifier(n\_estimators=100)

*#Train the model using the training sets y\_pred=clf.predict(X\_test)*

clf.fit(X\_cv,Y\_cv)

*# prediction on test set*

y\_pred=clf.predict(Xtest\_cv)

*#Import scikit-learn metrics module for accuracy calculation*

**from** **sklearn** **import** metrics

*# Model Accuracy, how often is the classifier correct?*

print("Accuracy:",metrics.accuracy\_score(Ytest\_cv, y\_pred))

Xtrain, Ytrain = PX2df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

**import** **numpy**

selected\_features = set((22,32,25,13,16,15,29,28,23,0))

X\_top\_features = PX2df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

*#Create a Gaussian Classifier*

clf=RandomForestClassifier(n\_estimators=100)

*#Train the model using the training sets y\_pred=clf.predict(X\_test)*

clf.fit(X\_cv,Y\_cv)

*# prediction on test set*

y\_pred=clf.predict(Xtest\_cv)

*#Import scikit-learn metrics module for accuracy calculation*

**from** **sklearn** **import** metrics

*# Model Accuracy, how often is the classifier correct?*

print("Accuracy:",metrics.accuracy\_score(Ytest\_cv, y\_pred))

**from** **sklearn** **import** feature\_selection

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(k=10)

fit = bestfeatures.fit(Xtest,Ytest)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtest.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

f = msb / msw

selected\_features = set((66,72,64,76,35,47,48,44,78,5))

X\_top\_features = Xtest.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytest.shape[0])

numpy.random.shuffle(indexes)

Xtest\_cv = X\_top\_features.iloc[indexes,:]

Ytest\_cv = Ytest.iloc[indexes]

**from** **sklearn.naive\_bayes** **import** GaussianNB

Xtrain, Ytrain = Xselected, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,34))

**import** **numpy**

X\_top\_features = Xselected.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

%time

model = GaussianNB()

model.fit(X\_cv, Y\_cv)

GaussianNB(priors=None, var\_smoothing=1e-09)

model.score(X\_cv,Y\_cv)

0.9606673261613289

model.score(Xtest\_cv,Ytest\_cv)

%time

Xtrain, Ytrain = NX2df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,27))

X\_top\_features = NX2df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

%time

model = GaussianNB()

model.fit(X\_cv, Y\_cv)

model.predict(X\_cv)

model.score(X\_cv,Y\_cv)

model.score(Xtest\_cv,Ytest\_cv)

%time

Xtrain, Ytrain = NX3df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(score\_func=chi2, k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

selected\_features = set((25,16,22,13,77,15,2,3,23,34))

X\_top\_features = NX3df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes]

model = GaussianNB()

model.fit(X\_cv, Y\_cv)

model.predict(X\_cv)

model.score(X\_cv,Y\_cv)

model.score(Xtest\_cv,Ytest\_cv)

Xtrain, Ytrain = PX2df, Y

*#apply SelectKBest class to extract top 10 best features*

bestfeatures = SelectKBest(k=10)

fit = bestfeatures.fit(Xtrain,Ytrain)

dfscores = pd.DataFrame(fit.scores\_)

dfcolumns = pd.DataFrame(Xtrain.columns)

*#concat two dataframes for better visualization*

featureScores = pd.concat([dfcolumns,dfscores],axis=1)

*#naming the dataframe columns*

featureScores.columns = ['feature','Score']

*#print 10 best features*

print(featureScores.nlargest(10,'Score'))

**import** **numpy**

selected\_features = set((22,32,25,13,16,15,29,28,23,0))

X\_top\_features = PX2df.iloc[:, list(selected\_features)]

indexes = numpy.arange(Ytrain.shape[0])

numpy.random.shuffle(indexes)

X\_cv = X\_top\_features.iloc[indexes,:]

Y\_cv = Ytrain.iloc[indexes

model = GaussianNB()

model.fit(X\_cv, Y\_cv)

model.predict(X\_cv)

model.score(X\_cv,Y\_cv)

model.score(Xtest\_cv,Ytest\_cv)

refining

*#load data*

traindata= pd.read\_csv(r'C:\Users\Student\Git\AML\_project\datasets\train\_imperson\_without4n7\_balanced\_data.csv')

testdata= pd.read\_csv(r'C:\Users\Student\Git\AML\_project\datasets\test\_imperson\_without4n7\_balanced\_data.csv')

*# Separate X and Y*

X\_train, Y\_train = traindata.loc[:, traindata.columns != '155'], traindata['155']

X\_test, Y\_test = testdata.loc[:, testdata.columns != '155'], testdata['155']

**from** **sklearn.model\_selection** **import** GridSearchCV

pipeline1 = Pipeline([

('zero variance', VarianceThreshold()),

('top features', SelectKBest(f\_classif)),

('ada',AdaBoostClassifier())])

grid=GridSearchCV(cv=10,

estimator=pipeline1,

param\_grid={'ada\_\_n\_estimators': [10,50,100,150],

'ada\_\_learning\_rate':[0.001,0.1,0.01],

'top features\_\_k':[15,20,30,35]},

scoring = 'accuracy',

n\_jobs=-1)

grid.fit(X\_train, Y\_train)

print(grid.best\_params\_)

print(grid.best\_score\_)

{'ada\_\_learning\_rate': 0.01, 'ada\_\_n\_estimators': 100, 'top features\_\_k': 35}

**from** **sklearn.model\_selection** **import** GridSearchCV

pipeline2= Pipeline([

('zero variance', VarianceThreshold()),

('norm 1', Normalizer()),

('top features', SelectKBest(chi2)),

('model',LogisticRegression())])

grid=GridSearchCV(cv=10,

estimator=pipeline2,

param\_grid={'top features\_\_k':[15,20,30,35],

'model\_\_C': [0.01, 0.1, 1, 10, 100, 1000]},

scoring = 'accuracy',

n\_jobs=-1)

grid.fit(X\_train, Y\_train)

*# sorted(pipeline2.get\_params().keys()) #list of the parameters you can tune*

print(grid.best\_params\_)

print(grid.best\_score\_)

C:\Users\amatu\Anaconda3\lib\site-packages\sklearn\linear\_model\logistic.py:432: FutureWarning: Default solver will be changed to 'lbfgs' in 0.22. Specify a solver to silence this warning.

FutureWarning)

{'model\_\_C': 1000, 'top features\_\_k': 20}

0.98313136309303

**from** **sklearn.model\_selection** **import** GridSearchCV

pipeline2a= Pipeline([

('zero variance', VarianceThreshold()),

('minmax', MinMaxScaler()),

('top features', SelectKBest(chi2)),

('model',LogisticRegression())])

grid=GridSearchCV(cv=10,

estimator=pipeline2a,

param\_grid={'top features\_\_k':[15,20,30,35],'model\_\_C': [0.01, 0.1, 1, 10, 100, 1000]},

scoring = 'accuracy',

n\_jobs=-1)

grid.fit(X\_train, Y\_train)

*#sorted(pipeline1.get\_params().keys()) #list of the parameters you can tune*

print(grid.best\_params\_)

print(grid.best\_score\_)

C:\Users\amatu\Anaconda3\lib\site-packages\sklearn\linear\_model\logistic.py:432: FutureWarning: Default solver will be changed to 'lbfgs' in 0.22. Specify a solver to silence this warning.

FutureWarning)

{'model\_\_C': 1000, 'top features\_\_k': 20}

0.9875520382506904

pipeline3 = Pipeline([

('zero variance', VarianceThreshold()),

('scale 0\_1', MinMaxScaler()),

('top features', SelectKBest(f\_classif)),

('ada',AdaBoostClassifier())])

grid=GridSearchCV(cv=10,

estimator=pipeline3,

param\_grid={'ada\_\_n\_estimators': [10,50,100,150],

'ada\_\_learning\_rate':[0.001,0.1,0.01],

'top features\_\_k':[15,20,30,35]},

scoring = 'accuracy',

n\_jobs=-1)

grid.fit(X\_train, Y\_train)

*#sorted(pipeline1.get\_params().keys()) #list of the parameters you can tune*

print(grid.best\_params\_)

print(grid.best\_score\_)

{'ada\_\_learning\_rate': 0.01, 'ada\_\_n\_estimators': 100, 'top features\_\_k': 35}

pipeline1 = Pipeline([

('zero variance', VarianceThreshold()),

('top20 features', SelectKBest(f\_classif, k=35)),

('ada',AdaBoostClassifier(n\_estimators=100,learning\_rate=0.01))])

pipeline1.fit(X\_train,Y\_train)

Y\_predict=pipeline1.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict)\*100

pipeline2= Pipeline([

('zero variance', VarianceThreshold()),

('norm 1', Normalizer()),

('top20 features', SelectKBest(chi2, k=20)),

('model',LogisticRegression(C=1000,solver='newton-cg'))])

pipeline2.fit(X\_train,Y\_train)

Y\_predict=pipeline2.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict)\*100

pipeline3 = Pipeline([

('zero variance', VarianceThreshold()),

('scale 0\_1', MinMaxScaler()),

('top20 features', SelectKBest(f\_classif, k=35)),

('ada',AdaBoostClassifier(n\_estimators=100,learning\_rate=0.01))])

pipeline3.fit(X\_train,Y\_train)

Y\_predict=pipeline3.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict)\*100

pipeline5 = Pipeline([

('zero variance', VarianceThreshold()),

('scale 0\_1', MinMaxScaler()),

('top20 features', SelectKBest(chi2, k=20)),

('ada',AdaBoostClassifier())])

grid=GridSearchCV(cv=10,

estimator=pipeline5,

param\_grid={'ada\_\_n\_estimators': [10,50,100,150],

'ada\_\_learning\_rate':[0.001,0.1,0.01]},

scoring = 'accuracy',

n\_jobs=-1)

grid.fit(X\_train, Y\_train)

print(grid.best\_params\_)

print(grid.best\_score\_)

pipeline5 = Pipeline([

('zero variance', VarianceThreshold()),

('scale 0\_1', MinMaxScaler()),

('top20 features', SelectKBest(chi2, k=20)),

('ada',AdaBoostClassifier())])

grid=GridSearchCV(cv=10,

estimator=pipeline5,

param\_grid={'ada\_\_n\_estimators': [10,50,100,150],

'ada\_\_learning\_rate':[0.001,0.1,0.01]},

scoring = 'accuracy',

n\_jobs=-1)

grid.fit(X\_train, Y\_train)

print(grid.best\_params\_)

print(grid.best\_score\_)

pipeline1 = Pipeline([

('zero variance', VarianceThreshold()),

('top20 features', SelectKBest(f\_classif, k=20)),

('ada',AdaBoostClassifier(n\_estimators=150,learning\_rate=0.1))])

pipeline1.fit(X\_train,Y\_train)

Y\_predict=pipeline1.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict)\*100

pipeline2 = Pipeline([

('zero variance', VarianceThreshold()),

('scale 0\_1', MinMaxScaler()),

('top20 features', SelectKBest(f\_classif, k=20)),

('ada',AdaBoostClassifier(n\_estimators=150,learning\_rate=0.1))])

pipeline2.fit(X\_train,Y\_train)

Y\_predict=pipeline2.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict)\*100

pipeline3= Pipeline([

('zero variance', VarianceThreshold()),

('scale 0\_1', MinMaxScaler()),

('top20 features', SelectKBest(chi2, k=20)),

('model',LogisticRegression(C=1000,solver='newton-cg'))])

pipeline3.fit(X\_train,Y\_train)

Y\_predict=pipeline3.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict)\*100

evaluation

*Pipeline 1 - Accuracy*

pipeline1 = Pipeline([

('zero variance', VarianceThreshold()),

('top20 features', SelectKBest(f\_classif, k=20)),

('ada',AdaBoostClassifier(n\_estimators=150,learning\_rate=0.1))])

pipeline1.fit(X\_train,Y\_train)

Y\_predict1=pipeline1.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict1)\*100

matrix = confusion\_matrix(Y\_test, Y\_predict1)

print(matrix)

p1\_TP = matrix[0][0]

p1\_TN = matrix[1][1]

p1\_FP = matrix[1][0]

p1\_FN = matrix[0][1]

print('')

print('True Positive = **%.0f**' % p1\_TP)

print('True Negative = **%.0f**' % p1\_TN)

print('')

print('False Positive = **%.0f**' % p1\_FP)

print('False Negative = **%.0f**' % p1\_FN)

[[19708 371]

[ 0 20079]]

True Positive = 19708

True Negative = 20079

False Positive = 0

False Negative = 371

*#Pipeline 1 - Evaluation Metrics*

p1\_Acc = (p1\_TP + p1\_TN) / (p1\_TP + p1\_TN + p1\_FP + p1\_FN)

print('Acc = **%.4f**' % p1\_Acc)

p1\_DR = p1\_TP / (p1\_TP + p1\_FN)

print('DR(Recall) = **%.4f**' % p1\_DR)

p1\_Prec = p1\_TP / (p1\_TP + p1\_FP)

print('Precision = **%.4f**' % p1\_Prec)

p1\_FAR = p1\_FP / (p1\_TN + p1\_FP)

print('FAR = **%.4f**' % p1\_FAR)

p1\_FNR = p1\_FN / (p1\_FN + p1\_TP)

print('FNR = **%.4f**' % p1\_FNR)

p1\_F1 = (2 \* p1\_TP) / (2\*p1\_TP + p1\_FP + p1\_FN)

print('F1 = **%.4f**' % p1\_F1)

p1\_MCC = ((p1\_TP \* p1\_TN) - (p1\_FP \* p1\_FN)) / math.sqrt((p1\_TP + p1\_FP)\*(p1\_TP + p1\_FN)\*(p1\_TN + p1\_FP)\*(p1\_TN + p1\_FN))

print('MCC = **%.4f**' % p1\_MCC)

Acc = 0.9908

DR(Recall) = 0.9815

Precision = 1.0000

FAR = 0.0000

FNR = 0.0185

F1 = 0.9907

MCC = 0.9817

*#Pipeline 1 - ROC Curve*

probs = pipeline1.predict\_proba(X\_test)

probs = probs[:, 1]

auc = roc\_auc\_score(Y\_test, probs)

print('AUC: **%.3f**' % auc)

fpr, tpr, thresholds = roc\_curve(Y\_test, probs)

pyplot.plot([0,1],[0,1], linestyle = '--')

pyplot.plot(fpr,tpr,marker='.')

pyplot.show()

*#Pipeline 2*

pipeline2 = Pipeline([

('zero variance', VarianceThreshold()),

('scale 0\_1', MinMaxScaler()),

('top20 features', SelectKBest(f\_classif, k=20)),

('ada',AdaBoostClassifier(n\_estimators=150,learning\_rate=0.1))])

pipeline2.fit(X\_train,Y\_train)

Y\_predict2=pipeline2.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict2)\*100

*#Pipeline 2 - Confusion Matrix*

matrix = confusion\_matrix(Y\_test, Y\_predict2)

print(matrix)

p2\_TP = matrix[0][0]

p2\_TN = matrix[1][1]

p2\_FP = matrix[1][0]

p2\_FN = matrix[0][1]

print('')

print('True Positive = **%.0f**' % p2\_TP)

print('True Negative = **%.0f**' % p2\_TN)

print('')

print('False Positive = **%.0f**' % p2\_FP)

print('False Negative = **%.0f**' % p2\_FN)

True Positive = 19708

True Negative = 20079

False Positive = 0

False Negative = 371

*#Pipeline 2 - Evaluation Metrics*

p2\_Acc = (p2\_TP + p2\_TN) / (p2\_TP + p2\_TN + p2\_FP + p2\_FN)

print('Acc = **%.4f**' % p2\_Acc)

p2\_DR = p2\_TP / (p2\_TP + p2\_FN)

print('DR(recall) = **%.4f**' % p2\_DR)

p2\_Prec = p2\_TP / (p2\_TP + p2\_FP)

print('Precision = **%.4f**' % p2\_Prec)

p2\_FAR = p2\_FP / (p2\_TN + p2\_FP)

print('FAR = **%.4f**' % p2\_FAR)

p2\_FNR = p2\_FN / (p2\_FN + p2\_TP)

print('FNR = **%.4f**' % p2\_FNR)

p2\_F1 = (2 \* p2\_TP) / (2\*p2\_TP + p2\_FP + p2\_FN)

print('F1 = **%.4f**' % p2\_F1)

p2\_MCC = ((p2\_TP \* p2\_TN) - (p2\_FP \* p2\_FN)) / math.sqrt((p2\_TP + p2\_FP)\*(p2\_TP + p2\_FN)\*(p2\_TN + p2\_FP)\*(p2\_TN + p2\_FN))

print('MCC = **%.4f**' % p2\_MCC)

Acc = 0.9908

DR(recall) = 0.9815

Precision = 1.0000

FAR = 0.0000

FNR = 0.0185

F1 = 0.9907

MCC = 0.9817

*#Pipeline 2 - ROC Curve*

probs = pipeline2.predict\_proba(X\_test)

probs = probs[:, 1]

auc = roc\_auc\_score(Y\_test, probs)

print('AUC: **%.3f**' % auc)

fpr, tpr, thresholds = roc\_curve(Y\_test, probs)

pyplot.plot([0,1],[0,1], linestyle = '--')

pyplot.plot(fpr,tpr,marker='.')

pyplot.show()

*#Pipeline 3*

pipeline3= Pipeline([

('zero variance', VarianceThreshold()),

('scale 0\_1', MinMaxScaler()),

('top20 features', SelectKBest(chi2, k=20)),

('model',LogisticRegression(C=1000,solver='newton-cg'))])

pipeline3.fit(X\_train,Y\_train)

Y\_predict3=pipeline3.predict(X\_test)

accuracy\_score(Y\_test, Y\_predict3)\*100

*#Pipleline 3 - Classification Report*

report = classification\_report(Y\_test, Y\_predict3)

print(report)

precision recall f1-score support

0 0.99 0.98 0.99 20079

1 0.98 0.99 0.99 20079

accuracy 0.99 40158

macro avg 0.99 0.99 0.99 40158

weighted avg 0.99 0.99 0.99 40158

matrix = confusion\_matrix(Y\_test, Y\_predict3)

print(matrix)

p3\_TP = matrix[0][0]

p3\_TN = matrix[1][1]

p3\_FP = matrix[1][0]

p3\_FN = matrix[0][1]

print('')

print('True Positive = **%.0f**' % p3\_TP)

print('True Negative = **%.0f**' % p3\_TN)

print('')

print('False Positive = **%.0f**' % p3\_FP)

print('False Negative = **%.0f**' % p3\_FN)

True Positive = 19669

True Negative = 19938

False Positive = 141

False Negative = 410

*#Pipeline 3 - Evaluation Metrics*

p3\_Acc = (p3\_TP + p3\_TN) / (p3\_TP + p3\_TN + p3\_FP + p3\_FN)

print('Acc = **%.4f**' % p3\_Acc)

p3\_DR = p3\_TP / (p3\_TP + p3\_FN)

print('DR(recall) = **%.4f**' % p3\_DR)

p3\_Prec = p3\_TP / (p3\_TP + p3\_FP)

print('Precision = **%.4f**' % p3\_Prec)

p3\_FAR = p3\_FP / (p3\_TN + p3\_FP)

print('FAR = **%.4f**' % p3\_FAR)

p3\_FNR = p3\_FN / (p3\_FN + p3\_TP)

print('FNR = **%.4f**' % p3\_FNR)

p3\_F1 = (2 \* p3\_TP) / (2\*p3\_TP + p3\_FP + p3\_FN)

print('F1 = **%.4f**' % p3\_F1)

p3\_MCC = ((p3\_TP \* p3\_TN) - (p3\_FP \* p3\_FN)) / math.sqrt((p3\_TP + p3\_FP)\*(p3\_TP + p3\_FN)\*(p3\_TN + p3\_FP)\*(p3\_TN + p3\_FN))

print('MCC = **%.4f**' % p3\_MCC)

Acc = 0.9863

DR(recall) = 0.9796

Precision = 0.9929

FAR = 0.0070

FNR = 0.0204

F1 = 0.9862

MCC = 0.9726

*#Pipeline 3 - ROC Curve*

probs = pipeline3.predict\_proba(X\_test)

probs = probs[:, 1]

auc = roc\_auc\_score(Y\_test, probs)

print('AUC: **%.3f**' % auc)

fpr, tpr, thresholds = roc\_curve(Y\_test, probs)

pyplot.plot([0,1],[0,1], linestyle = '--')

pyplot.plot(fpr,tpr,marker='.')

pyplot.show()